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Abstract

Background: Trust fuels team performance and contributes to build an effective and cohesive
team. The self-organizing and collaborative nature of Agile teams increases the importance of
trust in software development teams. Trust is, however, affected in distributed teams. Aim:
Through a Grounded Theory study we investigate the impact of trust in distributed Agile
teams. Method: We interviewed 45 Agile practitioners from 28 different software companies
in the USA, India and Australia, over a period of 3 years, using semi-structured open-ended
questions. Results: In this paper, we present the reasons for lack of trust and its adverse
effects in distributed Agile teams that emerged from the analysis, using the causal-consequences
theoretical model. Conclusion: Understanding the causes and consequences of lack of trust can
develop awareness of the importance of trust in distributed teams and pave ways for effectively
building trust in project-oriented contexts.

1 Introduction

The success of Agile software development in delivering quality software on time and on budget lures
software companies to use Agile methods in distributed software development, mainly to capitalise
on the talented global resources pool and to lower costs [7, 55, 63]. Agile methods, however,
advocate frequent face-to-face interaction and close collaboration between team members including
barrier-free collocated teams [10, 12, 20]. There is no doubt that integrating Agile methods in
distributed software development requires considerable effort from team members and managers [7,
41, 55, 58].

We conducted a Grounded Theory study to explore distributed software development from the
perspective of Agile practitioners. This study, over a period of three years, involved 45 Agile prac-
titioners from 28 different software companies in the USA, Australia and India. We conducted
one-on-one face-to-face semi-structured interviews with Agile practitioners from a wide range of
roles in distributed Agile projects. The initial analysis gave rise to a number of key concerns for
distributed teams, particularly cultural differences, communication, team interaction, and trust. We
formulated research questions for these emergent key concerns and commenced in-depth investiga-
tion on them.
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In this paper we investigate the research question: “What are the causes and consequences of
lack of trust in distributed Agile teams?”, whereas in a companion paper [19], we investigated the
research question “What are the techniques for building trust in distributed Agile teams?” and
presented seven techniques for building trust.

2 Background

Agile methods are a family of software development methods that follow an iterative and incre-
mental style of development [1]. The Agile methods includes XP (eXtreme Programming) [6],
Scrum [62], ASD (Adaptive Software Development) [36], DSDM (Dynamic Systems Development
Method) [66], FDD (Feature Driven Development) [56], and Crystal Clear [11].

Scrum and XP are considered to be the most widely adopted Agile methods in software devel-
opment projects [23]. Scrum practices such as sprint planning, daily meetings, sprint reviews, and
sprint retrospectives require trust motivated individuals to communicate effectively and collaborate
closely [49, 62]. One of the 12 principles behind the Agile Manifesto explicitly states that man-
agers should trust the Agile teams to “get the job done” [24]. Agile teams are collaborative and
self-organizing in nature [40, 64]. The self-organizing nature of Agile teams increases the impor-
tance of trust in software development teams [39, 48, 50]. A member of a team should trust that
other members in the team are competent, knowledgeable and willing to collaborate effectively to
deliver business values to customers [37, 48, 53]. Trust among team members is imperative for
blending agility with distributed software development projects [53, 58]. Trust is, however, affected
in distributed teams [9, 51, 58]. Several studies discuss the impact of trust in software development
teams [51, 5, 54, 45, 60, 42]. There is, however, a paucity of studies into the impact of trust in
distributed Agile software development [35, 49]. To address this gap, we investigate the reasons for
lack of trust and its adverse effects in distributed Agile teams.

3 Research Method

Grounded Theory (GT) is a systematic research method that emphasises the generation of theory
derived from systematic and rigorous analysis of data. GT was originally developed by Barney
G. Glaser and Anslem L. Strauss [32]. GT is successfully being used to study the social nature
of Agile teams [25, 40, 47, 58, 69]. We chose GT as our research method for two main reasons.
Firstly, GT is suitable to be used in areas that are under-explored or where a new perspective
might be beneficial [61], and the literature on distributed Agile software development generally and
in particular the impact of trust on distributed teams is still scarce [35, 49]. Secondly, GT allows
researchers to study social interactions and the behaviour of people [32], and Agile methods focus
on people and their interactions in software development teams [62]. Using Glaser’s guidelines, the
study started with a general area of interest – distributed Agile software development – rather than
beginning with a specific research question that can lead to preconceived ideas or hypotheses of the
research phenomenon [2, 29, 34, 38, 52]. The problems and its key concerns, however, emerged in
the initial stages of data analysis [28, 29].
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3.1 Context

This study gradually involved 45 Agile practitioners from 28 different software companies in the
USA, India and Australia. Participants fulfilled the specified criteria of (1) at least four years of
experience in Agile projects, and (2) direct involvement in distributed Agile projects either in a
technical, business or management role. Table 1 shows the participant and project details. Our
participants adopted Agile methods, primarily Scrum and XP, in distributed software development.
The project distribution varied from 2 to 4 countries, the project durations varied from 6 to 24
months, and the team size varied from 8 to 50 people depending on the complexity of the projects.

In order to get a rounded perspective, we included participants from a range of different roles
within the projects: Scrum Master, Agile Coach, Developer, Quality Analyst, Business Analyst,
Product Owner, and Senior Management (e.g. Development Manager, Recruitment Director, and
Director of Technology). Due to privacy and ethical consideration, we will only identify our partic-
ipants using the codes P1 to P45. All data were personally collected and analysed by the primary
researcher in order to maintain consistency in the application of GT.

3.2 Data Collection

We conducted face-to-face, one-on-one interviews with our participants using open-ended questions.
The interviews were voice recorded with the consent from the participants so that we could concen-
trate on the conversation. Initially a set of interview questions was prepared to develop a smooth
discussion with the participants. The interview questions mainly focused on the background of
the project, challenges faced by distributed Agile teams, and the strategies adopted by teams to
overcome those challenges. We phrased our questions carefully so that the concerns in distributed
Agile software development would emerge from the participants rather than from our own agenda.

Data collection and analysis occurs simultaneously in a GT study. We particularly avoided col-
lecting all the data during a specific data collection phase, and then analysing them in a subsequent
data analysis phase. Rather, we started analysis during an interview, and after each interview. This
process of data collection is called theoretical sampling [27, p.36]:

“Theoretical sampling is the process of data collection for generting theory whereby the
analyst jointly collects, codes, and analyzes his data and decides what data to collect
next and where to find them, in order to develop his theory as it emerges.”

Several key concerns emerged from the initial analysis: cultural differences, communication,
team interaction, trust, knowledge sharing and management support. We adjusted our interview
questions, particularly in subsequent interviews, to focus on these key concerns. That is, an ongoing
analysis guided the future interviews, and also the choice of future participants. The research
questions were formulated based on the emergent key concerns, such as:

• “What are the techniques for bridging cultural differences in distributed Agile teams?”

• “What are the causes of communication challenges in distributed Agile teams?”, and “How
do distributed teams overcome communication challenges?”

• “How do Agile teams promote team interaction in distributed software development?”
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Table 1: Summary of Participant and Distributed Agile Project. (Agile Position: Scrum Master
(SM), Agile Coach (AC), Developer (DEV), Business Analyst (BA), Quality Analyst (QA), Product
Owner (PO), Senior Management (MGT))
Participant Agile Project Distribution Project Domain Team Duration Iteration
(code) Position Size (months) (weeks)

P1 DEV USA-India Financial Services 8 to 10 10 2
P2 AC USA-India E-Commerce 12 to 14 12 2
P3 SM USA-Western Europe-India Mobile Application 10 8 3
P4 AC USA-China Online Trading 10 8 2
P5 AC USA-India Internet Media Services 8 12 2 to 3
P6 DEV USA-UK Internet Hosting Services 20 to 22 8 2
P7 AC USA-Argentina-India Internet Domain Services 18 6 2
P8 DEV USA-Australia-India Publishing 9 to 10 8 2
P9 DEV Western Europe-Brazil Web Search Engine 14 24 2 to 3
P10 SM USA-Argentina-India Software Platform 10 to 12 8 3
P11 SM USA-Middle East-India Web Services 13 10 2
P12 DEV USA-India Internet Hosting Services 12 18 2
P13 SM USA-India Web Portal 17 to 20 5 2
P14 DEV USA-India E-Commerce 16 to 17 36 2
P15 QA USA-India E-Commerce 16 18 2
P16 SM USA-India E-Commerce 16 18 2
P17 DEV USA-India E-Commerce 16 18 2
P18 BA UK-India Financial Services 8 12 2
P19 DEV USA-India Insurance 8 to 10 10 3
P20 MGT Australia-India E-Commerce 9 to 12 12 2 to 3
P21 SM USA-Australia Financial Services 15 9 2
P22 SM Australia-India E Commerce 9 to 12 12 2 to 3
P23 QA Japan-India-China Power Distribution 7 to 8 4 2
P24 AC Western Europe-India Automobile 9 5 2
P25 SM USA-India Information Security 24 6 3
P26 AC USA-India Healthcare 16 ongoing 3
P27 SM USA-Brazil Finacial Services 30 6 2
P28 MGT USA-India E-Commerce 20 18 3
P29 SM USA-India Social Networking 14 10 2
P30 AC Western Europe-India Retail 8 to 10 ongoing 2 to 3
P31 AC UK-India Retail 15 to 20 ongoing 3
P32 MGT UK-South Africa Retail 12 18 2
P33 AC Australia-Ukraine-India Recruitment 50 24 3
P34 AC USA-India Real Estate 6 to 8 10 2
P35 AC USA-India Online Payment 8 18 3
P36 QA Canada-India Web Services 10 to 15 18 2
P37 DEV Western Europe-India E-Commerce 16 4 2
P38 BA USA-India E-Commerce 28 ongoing 2
P39 AC USA-India Telecommunication 22 to 25 6 to 7 2
P40 DEV Australia-India Online Trading 7 6 1
P41 AC Northern Europe-India Retail 10 to 12 ongoing 2
P42 MGT USA-India Healthcare 7 ongoing 4
P43 SM USA-India E-Commerce 7 ongoing 2 to 3
P44 PO Canada-India Cloud Computing 10 to 12 ongoing 2 to 3
P45 MGT USA-India Financial Services 10 ongoing 3
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We investigated these research questions and presented the findings in different papers [15, 16,
17, 18, 19]. In this paper, we investigate the research question described in section 1, which is
“What are the causes and consequences of lack of trust in distributed Agile teams?”

3.3 Data Analysis

Interviews were transcribed and the transcripts were analyzed using open coding to explore the
meaning in the data by searching for similarities and differences [3, 26]. Open coding breaks down,
examines, compares, conceptualises and categorises the data [67]. We collated key points from the
data and assigned a code, or a summary phrase, to each key point. For example, we analysed the
interview transcript from participant P1. In Table 2, “K” indicates “key point”, and suffix “P1”
identifies participant P1 (e.g. key point 3 from participant P1 appears as KP13). Thus we can
trace back, through the interview transcriptions, to the actual quote and context of each key point.

ID Key Point Code

KP13 Video conferencing captures the visual aspect in communication communication tool
KP16 The Americans were very unaware of the Indian culture cultural difference
KP17 Only some people can understand dialects language barriers
KP112 The team is comfortable reporting to their own people who were with them team ambassador
KP119 They didn’t want us to hear them asking questions lack of trust
KP124 I travelled to Chennai for a few weeks to help in training and team building team building
KP135 The Indian team members haven’t even been engaged on the calls lack of team spirit

Table 2: Examples of Key Points and Codes - data from participant P1

Using GT’s constant comparison method [31], we constantly compared each code with the
codes from the same interview, and those from other interviews. The codes that were related to a
common theme were grouped together to produce a second level of abstraction called a concept. As
we continuously compared the codes, many fresh concepts emerged. These concepts were analysed
using constant comparison method to produce a third level of abstraction called a category. We
wrote-up memos on the ideas about the codes, concepts and categories, and their inter-relationships
with one another. This theoretical memoing is the “core stage” of a GT study [29]. We sorted the
collection of the theoretical memos because sorting “puts the fractured data back together” [27,
p.116]. A grounded theory is fundamentally written from the theoretical sorting of memos, and
therefore sorting the theoretical memos is an “essential step” in GT [27, p.116].

3.4 Theoretical Coding

The final step of data analysis is the theoretical coding that systematically generates theoretical
codes. Theoretical coding integrates all the data, codes, concepts and categories into a set of seam-
less theoretical codes. Substantive codes are the emergent categories that describes the research
phenomenon, whereas the theoretical codes are emergent abstractions that model the integration
of substantive codes [27, 30]. Theoretical codes are emergent and effectively weave the ‘fractured’
substantive codes into an organized theory. “Substantive codes could be related without theoret-
ical codes, but the result is usually confused, unclear theoretically, and/or typically connected by
descriptive topics but going nowhere theoretically” [30, p.60].
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Theoretical coding schemas known as theoretical coding families [27, 30] are readily available
to assist researcher conceptualize how the categories and their properties may relate to each other.
The sorted memos are weaved together in the theoretical coding families so that the explication of
the research phenomenon exhibits a strong connections between the substantive codes [27, 28].

In this study, the emergent concepts No Sense of Belonging, Sense of Vulnerability, Poor Team
Bonding, Lack of Cultural Understanding, Missing Face-to-Face Interaction, and Ineffective Com-
munication describe the substantive code ‘reasons for lack of trust’. Further, the emergent concepts
Lack of Commitment, Ineffective Collaboration, Team Conflict, and Poor Team Performance de-
scribe the substantive code ‘adverse effects of lack of trust’. Sensitivity to the different theoretical
coding families that model the integration of substantive codes allowed the theoretical code Lack of
Trust to emerge naturally from the emergent concepts and categories. By comparing our findings
with the theoretical coding families, the causal-consequence theoretical family [27, 30] emerged to
be the best ‘fit’ for the theoretical code Lack of Trust. Figure 1 illustrates the causal-consequences
theoretical family for the Lack of Trust. This causal-consequence theoretical family explicates the
Lack of Trust in terms of the (1) causes of lack of trust, and (2) its adverse consequences. Through
integration of the sorted memos into the causal-consequence theoretical family, we realize that the
findings appear “more plausible, more relevant and more enhanced”.

Figure 1: Causal-Consequences Theoretical Family for the Lack of Trust.

4 Causes of Lack of Trust

In this section, we describe the causes of lack of trust in distributed Agile teams based on the
emergent concepts No Sense of Belonging, Sense of Vulnerability, Poor Team Bonding, Lack of
Cultural Understanding, Missing Face-to-Face Interaction, and Ineffective Communication. We
also present selected quotations drawn from our interviews that describe these concepts.

4.1 No Sense of Belonging

An individual’s sense of belonging to a particular team is central to the success of the team because
it provides the ‘glue’ that can promote desirable team cohesion for individuals working together
from different locations, and foster trust building in the team [4, 21]. Without seeing and knowing
the entire team, however, individuals in a team feel ‘not part of the team’:
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“I have not seen the entire team. So it’s difficult to have a feel about the team members
and get to trust them.” – P24, Agile Coach.

Distributed team members often communicate over technology-mediated communication such
as emails, telephones and video-conferences [22, 46]. Unlike video communication, the written
communication and voice communication limits team interaction. Building rapport between de-
velopment team and customers, and establishing trust in the team can be difficult when team
interaction is limited:

“All the team members have not physically met. We have only had conversations over
the phone, and we don’t do video conferencing. We’ve not really built the rapport with
this customer.” – P25, Scrum Master.

When individuals feel a strong identification with the team, they are willing to devote time and
efforts for the achievement of their project goals. Team cohesiveness that is important for building
trust can be affected when team members do not know each other:

“We used to work together daily, but we did not know each other. I did not have a face
for a name. It is hard to get the feeling of a team when you don’t know who you are
working with.” – P9, Developer.

Team members may not have met the entire team due to the cost involved in getting team
members travel to different locations, the inconveniences to organise the travel, and that manage-
ment do not perceive that physical meetings are necessary to perform the job effectively. When
team member do not know each other well, building a sense of belonging to the team can be a
challenge. Without a ‘true’ sense of belonging to a team, building trust can be difficult.

4.2 Sense of Vulnerability

A feeling of insecurity can develops within team members who are new to a project team. Such
members can be reluctant to be transparent and open with other members about their weaknesses,
and would feel afraid to admit the truth into what is really happening in the team:

“When people are new to the teams, they’re not very confident to talk openly about the
problems. They would say, “Things are fine, everything is good”. But actually things
were not [fine]. ” – P45, Senior Management.

Some development team members, particularly junior members, feel scared to make estimations
of story points, velocity, or product backlog because they presume that other members of the team
would perceive them as incompetent for making ‘wrong estimations’:

“The development team members feel scared to make estimations because they think that
they’ll be questioned if they have made wrong estimates.” – P25, Scrum Master.

Team members avoid situations that expose their ignorance to the customers, particularly on
the areas that they are expected to be the experts. They fear that the results of their ‘inappropriate’
decisions can be visible to the customers, and leave them feeling intimidated. A common way to
avoid such a situation is not to engage with the customers:
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“The team were not engaged with the customer. The reason is always fear. Usually it’s
the fear of blame because they are often put in a situation where they have to make a
decision, and the results of the decision will be very visible. ” – P32, Senior Manage-
ment.

When a team member develops fear for admitting mistakes and weaknesses, it can be difficult
to build trust with the team. Individuals should recognise that other members of the team do not
have ill-intentions on one another, and therefore no need to be self-protective around the team.
The feeling of insecurity and fear of blames make it impossible to build trust in the team.

4.3 Poor Team Bonding

Team bonding is about team relationships that fosters a sense of belonging and a feeling of togeth-
erness within the team. Bonding brings the team together, stimulates team spirit and fosters the
team to perform as a whole [63, 68]. When team members do not work closely together, bonding
can be difficult, and building trust can be affected:

“When I don’t work with them on an everyday basis, I don’t really know them. It doesn’t
always work for me to speak directly to them. I should either build that trust, or I need
to find somebody to do that for me.” – P44, Product Owner.

Poor bonding between team members can exacerbate the frequent conflicting ideas and opinions
that arise in distributed teams that often consists of people from diverse backgrounds:

“We have conference calls and all but people are just names, someone you see on the
screen. You don’t get to bond with them, and you don’t understand them or their deci-
sions.” – P12, Developer.

Often distributed team members participate in technology-mediated distance training activities
because it is costly and impractical for geographically distributed team members to meet face-to-
face for group trainings. Coaches find it challenging to conduct effective trainings for team members
whom they do not know personally:

“Coaching someone that we have never seen his face, and never have personal connection
is very difficult [because] you need to keep a trust motivated relationship with people you
are coaching. ” – P7, Agile Coach.

Missing face-to-face interaction and continuous communication between distributed team mem-
bers results in a poor team bonding. Further, team bonding activities to promote a feeling of
togetherness are difficult for distributed teams. When members of a team do not have a strong
team bonding, building trust among them can be difficult.

4.4 Lack of Cultural Understanding

Team members from different cultural backgrounds often face difficulties to understand each other’s
cultures [70]. A lack of cultural understanding can affect the team’s effort for building trust and
other aspects of the team’s work:
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“The project manager in the USA had great difficulty initially to understand our culture
and the way we do things. She was not comfortable with us and did not much trust us.”
– P45, Senior Management.

Some spoken words that have different meanings in different cultures can give rise to unneces-
sary conflicts between individuals, and create circumstances to loose trust among those particular
individuals:

“One of the experiences is when asked a question [to the Indian team], the answer is
always “Yes!” even though they didn’t know it. We later came to understand that “Yes”
means “Yes, I heard you”. But, here [in the USA] we always assume that “Yes!” means
“Yes, it’s done”. – P1, Developer.

Participants discuss that culture affects trusted relationships in the distributed teams, and
engendering cultural awareness among individuals of different cultures promotes an understanding
among them to focus on the similarities rather than the differences:

“One big thing required for distributed teams is cultural awareness. Culture definitely
affects the trust and team building. Get people to understand the [cultural] differences,
and get beyond the differences.” – P31, Agile Coach.

The cultural differences include the accent and rapidness of verbal communication, body lan-
guage such as head movements or hand gestures, and the actual meaning for the spoken words.
The lack of cultural understanding in a team contributes significantly to the lack of trust and poor
team bonding among members of the teams.

4.5 Missing Face-to-Face Interaction

Face-to-face interaction provides opportunity to socialize with team members, and build or sustain
trust and team relationships [14]. Participants discuss that the missing of continuous face-to-face
interaction affects trust building in distributed teams:

“I think it is really hard to maintain trust, especially harder to establish trust without
having a face-to-face interaction. If trust is not there, it is hard to succeed as a team.”
– P4, Agile Coach.

Individuals rely on multiple modes of communication in face-to-face interaction, such as para-
verbal (e.g. voice volume, tone of voice) and non-verbal (e.g. facial expression, hand gestures)
cues. Through technology-mediated communication, lack of these cues reduces the richness of the
information exchanged between the team members, and subsequently affects trust in the team:

“Lack of face-to-face meetings reduces the visibility and transparency into the status
of the project, which leads to a mood of mistrust between team members in different
locations..” – P41, Agile Coach.
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When team members in different locations interact through technology-mediated communica-
tion, it can be difficult to gauge their level of interest and comprehension on the discussion. Some
team members may not trust that other members are attentive and fully engaged in the conversa-
tion:

“With distributed team, you’re on one side and you’re telling the team on the other side
what to do. And, you’re hoping that they are getting it, you’re hoping that they are not
surfing the net while listening to you. If they’ve switched off, you don’t even know it!”
– P44, Product Owner.

Opportunities to meet face-to-face for distributed teams, though rare, can happen during project
inceptions and when team members get to travel to a different location. Continuous face-to-face
interaction is, however, difficult for most team members. This missing of face-to-face interaction,
makes it much difficult to build trust in distributed teams.

4.6 Ineffective Communication

Scrum meetings provide avenues for members of a team to communicate with the entire team on a
daily basis, and report the impediments and update the progress of the work.
Ineffective communication among team members occurs when individuals misunderstood the infor-
mation that was exchanged, non-verbal communication such as hand gestures and facial expressions
were not recognised, or attention to subtle information such as emotion of an individual was not
noticed [8]. Ineffective communication, specifically during the Scrum meetings, can affect trust and
social bonding among team members:

“Somebody will go on sharing for a long time without much focus, or somebody will
not properly articulate their impediments. Even somebody will come really late to the
stand-up meetings. In the beginning, it was difficult to build trust.” – P39, Agile Coach.

Some team members who were collaborating remotely did not leverage efficiently the commu-
nication technologies such as video, audio, or written that were available for them. Not using the
right technology hinders effective communication in the team:

“We mostly used written communication – chats and a lot of emails. We should have
used video or voice instead of written communication. ” – P9, Developer.

Management in some organizations limits the availability of communication tools and technolo-
gies for the project team:

“We need web cameras but it’s against our organisational policy. So we don’t use web
cameras in our distributed projects.” – P24, Agile Coach.

Without suitable tools and technologies, team members in different locations can encounter
difficulties to communicate effectively. Ineffective communication affects trust building, team in-
teraction, and team bonding, particularly between members from different cultures in different
geographical locations.
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5 Consequences of Lack of Trust

In this section, we describe the consequences of lack of trust in distributed Agile software devel-
opment based on the concepts Lack of Commitment, Ineffective Collaboration, Team Conflict, and
Poor Team Performance.

5.1 Lack of Commitment

Commitment to a team often translates into a willingness to collaborate with team members and
improved team performance [13]. Conversely, a lack of commitment reduces team performance and
leaves the team members not willing to participate in the project activities. Lack of commitment
arises when team members were dissatisfied with the outcome of a discussion, or team members
feel that they have not been heard when a decision is made. Hence, they do not trust that the
decision was effective and do not buy-in to the decision. Lack of commitment even from just one
member in the team can affect the overall performance of the team, and reduce team velocity and
productivity:

“Lots of times we missed release deadlines. It was not that we couldn’t find the solutions
but because of [lack of] trust, the team was not committed. ” – P8, Developer.

When team members feel that they have not been given adequate opportunity to express them-
selves, they become rather passive in the discussion and do not wish to contribute to the ongoing
discussions:

“Meetings were happening without any purpose, without any useful discussions, and
without any active participation from the team.” – P43, Agile Coach.

In some worst cases, team members do not show interest in delivering basic business values
to the customer. This can affect not only the ongoing project, but also future projects from that
particular customer:

“The team never prepared properly for the demos, and [the demos] weren’t ‘business
meaningful’ to anyone. There was just a lack of trust amongst the team members.
People should be honest about what’s preventing them from moving forward.” – P30,
Agile Coach.

Lack of commitment can force team members to disregard their responsibilities and reduce
collaboration with the rest of the team members. Teams should ideally move forward with complete
buy-in from every member, even those who suggested alternative ideas or disagreed to the ideas
that other members suggested.

5.2 Ineffective Collaboration

Trust motivated individuals in a cohesive team are willing to collaborate and cooperate with others
in the team. Collaboration brings together the knowledge, experience and skills of team members
to achieve the collective goals of a project [4]. Conversely, in the absence of trust, collaboration was
affected in the team. Some customers and managers only collaborated with some selected members
rather than the entire team:
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“When a controversial decision has to be made, the client and [project] manager would
listen to developers there [in the USA] than the developers in India.” – P12, Developer.

Some team members could not collaborate with other members in the team because one side
of the team did not engaged them in the activities, such as a decision making, that ideally require
all the team members to participate:

“In a distributed [project], a decision has to be made by the teams in both locations.
But, we haven’t the ability to make our own decision. Mostly the Indian team will be
waiting for a decision from the USA team. Trust in team is crucial [for collaboration].”
– P29, Scrum Master.

Some team members were only willing to complete the bare essentials of their job, and were
reluctant to collaborate further to assist other team members collectively achieve the project goals:

“It is hard to convince the junior developers that their work is not done after writing
the code alone.” – P25, Scrum Master.

Agile methods particularly emphasize on collaboration. The Agile Manifesto states that indi-
viduals and their interactions, and customer collaboration are valuable for Agile projects [24]. One
of the principles behind the Agile Manifesto states that “business people and developers must work
together daily throughout the project” [24]. The successful realization of Agile software develop-
ment projects is closely associated with the effective collaboration between the team members, and
therefore it is imperative for team members to trust each other in order to ‘work well together’.

5.3 Team Conflict

Conflict are serious disagreements that arises from the clash of opinions, perceptions, or values in
the area where individuals are concerned about the outcome [33, 65]. A team member recognises
the differences in approaches to solving a problem and perceives that one’s approach is correct and
the best. This results in conflicts that end in discussions where the team members openly discuss
their own point of view and argue against other’s point of views. Such ‘healthy and constructive’
conflicts are in fact needed to produce effective and meaningful decisions.

Participants, however, describe that conflicts in the distributed teams often arise from the
absence of trust among team members. Such conflicts can stir emotions of an individual, and give
rise to negative behaviours such as ‘finger-pointing’ and ‘backstabbing’ between the members:

“They are being political because they seem to be your friend but they are stabbing you
at the back. There’s a big lack of trust. I find it very hard to work with the rest of the
team.” – P6, Developer.

Customers whom did not trust the development team members have unrealistic expectations
that hurt the team. Unresolved conflicts can distract team members, undermine team spirit and,
ultimately, affect team performance:
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“The customer’s expectation is that we are available at any point of the day and night.
Maybe when we have the customer’s trust, we’ll be in a position to say, “Hey customer,
we will not be available in the middle of the night. This is hurting the team”. ” – P25,
Scrum Master.

Some team members do not return phone calls or e-mails, hoards information that need to be
shared, and do not follow-up to resolve the problems that arise in the projects. Failing to confront
conflicts that arise in the team can worsen the conflict and effect customer satisfaction:

“We let the customers know about this [problem] seven months earlier but we didn’t
[follow-up] with them. When we install the software, the problem started appearing and
the customers were shouting at us that it didn’t work. Basically, there was no trust in
the team.” – P9, Developer.

Conflicts are inevitable in a diverse team that comprises of knowledgeable individuals working
in the area of their expertise. In the absence of trust, when conflicts arise, some team members
start blaming someone for it, or completely ignore the situation that causes the conflict rather than
resolving the problem. A conflicts has to be acknowledged, managed and resolved so that it does
not negatively affect the customer satisfaction and team performance.

5.4 Poor Team Performance

A standard level of performance is expected from the members of a team on the initiative and
effort that the team members are able to demonstrate [4, 43]. An Agile team that follows the
principle to ‘satisfy the customer through early and continous delivery of valuable software’ [24],
however, expects a significantly high level of performance from its members. Poor performance of
a team means that the team has not achieved the outcomes that were collectively agreed between
the development team and the customer:

“When trust breaks down, the ability of the team is affected, the velocity of the project
goes down, [and] you will not get that linear [and] stable velocity across team members.”
– P3, Scrum Master.

Some team members were delaying their work, and some did not put in enough effort to achieve
the goals of the project:

“Here some team members have the tendency to hide the problems or delay the work.
The team is not focused on its goal. ” – P30, Agile Coach.

In some cases, poor team performance can lead to failure of a software development project.
Teams that did not collaborate and communicate effectively, and build trust in the team were not
able to meet the goals of the project:

“We were behind [schedule], not on the right track, and the project did not meet the
client’s expectation. At this level, we had to build the trust that was lacking in the first
six months of the project, and request the client to allow us to do [the project] all over
again.” – P19, Developer.
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Lack of trust affects team performance in a varying degree. Some team members did not monitor
and provide feedback on each others performance, whereas some were not focused on the tasks,
deadlines and deliverables. Poor performance of even one member of a team can affect the overall
performance of the entire team.

6 Discussion and Related Work

In this section we discuss our findings in the light of related work. We realize that trust plays
an important role in determining the success and failure of both Agile and non-Agile projects for
collocated and distributed teams. The knowledge on what causes trust to decline, what are the
adverse effects of absence of trust and how to build trust in a team, can create an awareness on
the importance of trust in software development teams. Several studies particularly investigate the
impact of trust in non-Agile teams [5, 45, 51, 54, 60], and Agile teams [35, 48]. We are only able
to discuss selected studies due to space constaints.

On investigating mature XP teams, Robinson and Sharp [59] argue that absence of trust would
affect the sense of respect, responsibility, concern for the quality of working life and faith in the
ability of the Agile team, and members of the team would doubt that the team as a whole could
deliver business values to customers. We found that, in the absence of trust, team members
exhibited lack of commitment to the work being carried out. Some members were not engaged
in useful discussions, some members were not effectively participating in the meetings, and some
members were not prepared for the demos with the customers. The team members disregarded
their responsibilities to the customer and fellow members of the team in one way or another.

Moe and Smite [51] conducted an empirical study to understand the causes and consequences
of lacking trust in global software development in four software projects. All these projects report
that lack of trust affected team performance and resulted in a decrease in product quality and team
velocity. From our study we found that, in the absence of trust, team members were less focused
on the project goals, the projects were behind schedule, and the project deliverables did not meet
customer’s expectation.

Based on a study on customer communication in a large globally distributed Agile software
development, Korkala, Pikkarainen and Conboy [44] found that the lack of trust was one of the
reasons for the customer not involved in the implementation of distributed Agile projects. The
reseachers suggest that efficient communication is one of the most essential factors in distributed
software development. Piccoli and Ives [57] report the findings from a longitudinal study of virtual
teams that incongruence, particularly obstacles to effective communication, and reneging create the
potential for trust decline. We found that ineffective communication, particularly during the daily
meetings and demo for customers, and failure to recognize the need for different communication
tools and techniques for the team members, create circumstances for trust decline.

Through a case study of an outsourced information systems development project, Lander,
Purvis, McCray and Leigh [45] argue that building trust amongst team members in different lo-
cations is especially difficult because the individuals involved in the project often have little or no
prior experiences working together with other individuals in the team, and yet rely on one another’s
expertise and judgement for a successful project. Oza, Hall, Rainer and Grey [54] conducted a study
based on an empirical investigation of eighteen mature software companies located in India.
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The reseachers describe several critical success factors to achieving an initial trust, and eventually
maintaining trust in software outsource relationships, and suggest that trust is considered to be
very fragile in outsourcing relationships. Our participants acknowledged that building trust between
team members from different locations in project-oriented contexts can be difficult, and therefore
some distributed teams take the necessary measures to avoid the causes for trust to decline in the
team.

7 Limitation

The inherent limitation of a Grounded Theory study is that the findings are grounded in the specific
contexts explored in the research [2, 38]. These contexts were dictated by the availability of the
Agile practitioners to participate in this study, and by our choice of research destinations. We do
not claim that our findings are universally generalisable to all distributed Agile projects, but rather
our findings accurately characterise the contexts studied.

8 Conclusions

Software companies are increasingly venturing into distributed Agile software development. Several
concerns need to be addressed to realise the benefits of integrating Agile methods in distributed
projects. Through a Grounded Theory study that was carried out over a period of three years and
gradually involved 45 Agile practitioners, several key concerns emerged from our analysis. Some
of them were common to any distributed software development, whereas some were specific for
distributed Agile software development. It was found that trust is an important concern generally
for Agile teams, and particularly for distributed Agile teams. The self-organizing nature of the
‘empowered’ Agile teams, that typically hold significant authority to perform highly interdependent
tasks, increases the importance of trust in software development. Hence, we formulate related
research questions to investigate the impact of trust in distributed teams. In this paper we report
the causes and consequences of lack of trust, and in a companion paper [19] we report the techniques
for building trust in distributed Agile teams. There is an increasing realisation that understanding
the causes and consequences of lack of trust in teams can pave ways for building trust in project-
oriented contexts, and subsequently contribute to the success of a distributed Agile project.

We acknowledge that there can be other causes and consequences of lack of trust that can be
useful and effective in their own contexts, but did not emerge from our analysis. The understanding
of trust in distributed Agile projects gained from this study could be used as a foundation for
conducting future studies involving teams working on different Agile projects in different contexts.
Further studies could also compare successful distributed Agile projects with unsuccessful projects
to consider the ramifications of trust.
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